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# How to submit your Work

After filling all the parts in this file, please follow the following steps.

1. Add your name and ID to the first page.
2. Save the file in the original format (Docx or Doc)

(please do not convert to other file formats e.g. PDF, ZIP, RAR, …).

1. Rename the file as

*Ryan - Johnson-* CSC262 *–* ***Final*** *-* 04144579*.docx*

**Example:**

John – Smith - CSC262 *–* ***Midterm*** *-* 234566435.docx

1. Upload the file and submit it (only using Blackboard)

# P1 – 25 points

Solve the following problem **using arrays**:

**Past A:** Coupon collector is a classic statistic problem with many practical applications. The problem is to pick objects from a set of objects repeatedly and determine how many picks are needed for all the objects to be picked at least once. A variation of the problem is to pick cards from a shuffled deck of 52 cards repeatedly and find out how many picks are needed before you see one of each suit. Assume a picked card is placed back in the deck before picking another. Write a program to simulate the number of picks needed to get **total of four cards from each different suit** and display the four cards picked (it is possible that a card may be picked twice). Here is a sample run of the program:

**Queen of Spades**

**5 of Clubs**

**Queen of Hearts**

**4 of Diamonds**

**Number of picks: 12**

**Sample run explanation:** *As you see in the above run, 12 picks are made to get the four cards from different suits. The other 8 picks (12-4=8) were from the same previously picked suits, so they are not printed. So we continue picking a card until we see at least one card from each of the for suits.*

**Note:** The card pick is with replacement, meaning that when you pick a card from the deck of 52 card, you put it back in the deck. There is chance to see the previously selected card again.

**Part B:** Put part A in a for loop and repeat it **10,000** times and report the average number of total picks we should have to see 4 cards from different suits.

|  |
| --- |
| Your code for this problem |
| import java.util.Random;  import java.util.ArrayList;  import java.util.Arrays;  import java.util.HashSet;  import java.util.Set;  public class JavaFinalP1 {  public static void main(String[] args) {    System.*out*.println("Welcome to the random 52 card draw program!! I present to you 52 cards! So here you go!");  Random rand = new Random();  int cardnumb = rand.nextInt(13);  int cardsuit = rand.nextInt(4);  int a=0, b=0, c=0, d=0;  int suitArray[] = {a, b, c, d};  int makeSuitCount=0;  int diffSuitCount=0;  int tries =1;  int count= 0;  ArrayList<Integer> ListTries  = new ArrayList<Integer>();    System.*out*.println("");  while(count != 10000)  {  while(diffSuitCount==0)  {  while(makeSuitCount < 4)  {  switch (cardnumb)  {  case 0: System.*out*.print("You have drawn an Ace "); break;  case 1: System.*out*.print("You have drawn a 2 "); break;  case 2: System.*out*.print("You have drawn a 3 "); break;  case 3: System.*out*.print("You have drawn a 4 "); break;  case 4: System.*out*.print("You have drawn a 5 "); break;  case 5: System.*out*.print("You have drawn a 6 "); break;  case 6: System.*out*.print("You have drawn a 7 "); break;  case 7: System.*out*.print("You have drawn an 8 "); break;  case 8: System.*out*.print("You have drawn a 9 "); break;  case 9: System.*out*.print("You have drawn a 10 "); break;  case 10: System.*out*.print("You have drawn a Jack "); break;  case 11: System.*out*.print("You have drawn a Queen "); break;  case 12: System.*out*.print("You have drawn a King "); break;  }    switch (cardsuit)  {  case 0: System.*out*.print("of Hearts"); break;  case 1: System.*out*.print("of Clubs"); break;  case 2: System.*out*.print("of Diamonds"); break;  case 3: System.*out*.print("of Spades"); break;  }    if(makeSuitCount == 0)  a=cardsuit;  else if(makeSuitCount == 1)  b=cardsuit;  else if(makeSuitCount == 2)  c=cardsuit;  else if(makeSuitCount == 3)  d=cardsuit;  cardnumb = rand.nextInt(13);  cardsuit = rand.nextInt(4);  System.*out*.println("");  makeSuitCount = makeSuitCount+1;  //System.out.println(a + " "+b+" "+c+" "+d);    }  makeSuitCount =0;  System.*out*.println("");  if(a != b && a != c && a != d && b != c && b != d && c != d)  {  diffSuitCount = diffSuitCount+1;    }  else  {  tries = tries+1;  }  }    System.*out*.println(tries + " Tries required to get all different suites");  ListTries.add(tries);    tries = 1;  System.*out*.println("Added Tries: " + ListTries.get(count));  double sum = 0;    for(int i = 0; i < ListTries.size(); i++)  sum += ListTries.get(i);  count=count+1;  System.*out*.println("\nGames: "+ count + "\nAverage picks per success: "+sum/ListTries.size() + "\nTotal Tries: " + sum );    makeSuitCount=0;  diffSuitCount=0;  }    }  } |

Put the result in the following box.

|  |
| --- |
| The result of the query |
|  |

# P2 – 30 Points

**(The Person, Student, Employee, Faculty, and Staff classes)**

Design a class named Person and its two derived classes named **Student** and **Employee**. Make **Faculty** and **Staff** derived classes of **Employee**. A person has a name, address, phone number, and e-mail address. A student has a class status (freshman, sophomore, junior, or senior). An employee has an office, salary, and **datehired**. Define a class named **MyDate** that contains the fields **year**, **month**, and **day**. A faculty member has office hours and a rank. A staff member has a title. Define an **abstract** **toString** function in the **Person** class and override it in each class to display the class name and the person’s name.

Implement the classes. Write a test program that creates a **Person**, **Student**, **Employee**, **Faculty**, and **Staff**, and invokes their **toString()** functions.

|  |
| --- |
| Your code for this problem |
| Person.java  public class Person {  String name;  String address;  String phone;  String email;    Person(String name, String address, String phone, String email)  {  this.name = name;  this.address = address;  this.phone = phone;  this.email = email;  }  public String getName()  {  return name;  }  public void setName(String name)  {  this.name = name;  }  public String getAddress()  {  return address;  }  public void setAddress(String address)  {  this.address = address;  }  public String getPhone()  {  return phone;  }  public void setPhone(String phone)  {  this.phone = phone;  }  public String getEmail()  {  return email;  }  public void setEmail(String email)  {  this.email = email;  }    @Override  public String toString() {  return String.*format*("%s %s %s %s",  getName(), getAddress(), getPhone(), getEmail());  }  public static void main(String[] args) {  Person p1 = new Person ("Joe Shmo", "123 A st.", "222-222-2222", "js@yahoo.com");  Student s1 = new Student("Ryan Johnson", "2755 Westfield Ave", "111-111-1111", "rj@yahoo.com", "Freshman");  Employee e1 = new Employee("Jane Amazing", "3 B st.", "333-333-3333", "jaj@yahoo.com", "Phisical Education", 65480, "01/20/2010");  Faculty f1 = new Faculty("Crazy Funguy", "4 C st.", "444-444-4444", "cf@yahoo.com", "Phisical Education", 52100, "03/12/2012", "9am-5pm", "Teacher");  Staff sf1 = new Staff("Newguy Tempy", "5 D st.", "555-555-5555", "nt@yahoo.com", "Science", 20000, "05/28/2020", "Intern");  MyDate d1 = new MyDate("05", "11", "1979");    System.*out*.println(p1);  System.*out*.println("\n"+s1);  System.*out*.println("\n"+e1);  System.*out*.println("\n"+f1);  System.*out*.println("\n"+sf1);  System.*out*.println("\nTest MyDate");  d1.myDatePrint();  }  }  ///////////////////////////  Employee.java  public class Employee extends Person {  String office;  double salary;  String dateHired;    Employee(String name, String address, String phone, String email, String office, double salary, String dateHired) {  super(name, address, phone, email);  this.office=office;  this.salary=salary;  this.dateHired=dateHired;    }  public String toString()  {  return "Office: " + office + "\nName: " + name + "\nAddress: " + address + "\nPhone: "  + phone + "\nEmail: " + email + "\nSalary: $" + salary + "0" + "\nDate Hired: " + dateHired;  }    }  ////////////////////////  Faculty.java  public class Faculty extends Employee {  String officeHours;  String rank;    Faculty(String name, String address, String phone, String email, String office, double salary, String dateHired, String officeHours, String rank) {  super(name, address, phone, email, office, salary, dateHired);  this.officeHours=officeHours;  this.rank=rank;    }  public String toString()  {  return "Office: " + office+ "\nRank: " + rank + "\nName: " + name + "\nAddress: " + address + "\nPhone: "  + phone + "\nEmail: " + email + "\nSalary: $" + salary + "0" + "\nDate Hired: " + dateHired+ "\nOffice Hours: " + officeHours;  }    }  /////////////////////  Staff.java  public class Staff extends Employee {  String title;    Staff(String name, String address, String phone, String email, String office, double salary, String dateHired, String title) {  super(name, address, phone, email, office, salary, dateHired);  this.title=title;      }  public String toString()  {  return "Office: " + office+ "\nTitle: " + title + "\nName: " + name + "\nAddress: " + address + "\nPhone: "  + phone + "\nEmail: " + email + "\nSalary: $" + salary + "0" + "\nDate Hired: " + dateHired;  }    }  //////////////////////////  Student.java  public class Student extends Person {    String status;    Student(String name, String address, String phone, String email, String status) {  super(name, address, phone, email);  this.status= status;    }  public String toString()  {  return "Status: " + status + "\nName: " + name + "\nAddress: " + address + "\nPhone: "  + phone + "\nEmail: " + email;  }    }  ////////////////////////  MyDate.java  public class MyDate {  String year;  String month;  String day;  MyDate()  {  year="00";  month="00";  day="00";  }    MyDate(String year, String month, String day) {    this.year=year;  this.month=month;  this.day=day;    }  public void myDatePrint()  {  System.*out*.println(month + "/" + day + "/" + year);  }    } |

Put the result in the following box.

|  |
| --- |
| The result of the query |
| Joe Shmo 123 A st. 222-222-2222 js@yahoo.com  Status: Freshman  Name: Ryan Johnson  Address: 2755 Westfield Ave  Phone: 111-111-1111  Email: rj@yahoo.com  Office: Phisical Education  Name: Jane Amazing  Address: 3 B st.  Phone: 333-333-3333  Email: jaj@yahoo.com  Salary: $65480.00  Date Hired: 01/20/2010  Office: Phisical Education  Rank: Teacher  Name: Crazy Funguy  Address: 4 C st.  Phone: 444-444-4444  Email: cf@yahoo.com  Salary: $52100.00  Date Hired: 03/12/2012  Office Hours: 9am-5pm  Office: Science  Title: Intern  Name: Newguy Tempy  Address: 5 D st.  Phone: 555-555-5555  Email: nt@yahoo.com  Salary: $20000.00  Date Hired: 05/28/2020  Test MyDate  11/1979/05 |

# P3 – 30 points

A salesman wants to go to five different cities and sell some products. The locations of the cities are listed in the following table.

|  |  |  |
| --- | --- | --- |
| **City #** | **X\_location** | **Y\_location** |
| City 1 | 1 | 1 |
| City 2 | 1 | 3 |
| City 3 | 4 | 1 |
| City 4 | 5 | 3 |
| City 5 | 3 | 5 |

The distance between two cities is defined as the Euclidean distance. That is:

Distance = **sqrt(** (x1 – x2)^2 + (y1 – y2)^2 **)**

For example, the distance between cities 1 and 2 will be:

Distance = **sqrt(** (1 – 1)^2 + (1 – 3)^2 **) = sqrt(** 4 **) = 2**

**The purpose:** The salesman starts his journey from city 1. He then has 4 remaining options for the next city (city 2, city 3, city 4, city 5). If he chooses city 3 as the next destination, then he will have 3 remaining options (city 2, city 4, city 5). He wants to travel all the cities and then come back to the start location (City 1). Not all the paths will be a good choice. We want to help the salesman by finding the shortest path (best order of cities to visit (visit all of them once) starting from city 1).

**Steps:**

**Step 1 [7 points]:** Create a class **City** with **x** and **y** as the class variables. The constructor with argument will get **x** and **y** and will initialize the city. Add a member function **getDistanceFrom()** to the class that gets a **city** as the input and finds the distance between the two cities.

**city1.getDistanceFrom(city2)** will be distance between city 1 and 2.

**Step 2 [6 points]:** Create5 city objects and initialize their location (x and y) using the above table. Then put all of the five cities in a vector.

**Step 3 [7 points]:** Create a two dimensional array or vector **DistanceVec** of size 5 \* 5 and initialize it such that **DistanceVec[i,j]** is the distance between **city\_i** and **city\_j**. Print the **distanceVec** and show the distance among all cities.

**Step 4 [15 points]:** If the salesman starts from the city 1, search all the possible paths and find the optimal path (order of cities to visit) that leads to the minimum total travel distance. Display the found optimal path (order of cities to travel) in your sample run.

|  |
| --- |
| Your code for this problem |
| import java.lang.Math;  import java.util.Vector;  public class City {  int x;  int y;  double dis;  public City(int x, int y)  {  this.x = x;  this.y = y;  }  public int getX()  {  return x;  }  public int getY()  {  return y;  }  public double getDistanceFrom(City cx)  {  double a = Math.*pow*((cx.getX() - x), 2);  double b = Math.*pow*((cx.getY() - y), 2);  dis = Math.*sqrt*((a+b));  return dis;  }    public static void main(String[] args) {    City City1 = new City(1, 2);  City City2 = new City(1, 3);  City City3 = new City(4, 1);  City City4 = new City(5, 3);  City City5 = new City(3, 5);  Vector<City> cityVector = new Vector<City>();  cityVector.add(City1);  cityVector.add(City2);  cityVector.add(City3);  cityVector.add(City4);  cityVector.add(City5);    double [][] DistanceVec = new double [5][5];  DistanceVec[0][0] = City1.getDistanceFrom(City1);  DistanceVec[0][1] = City1.getDistanceFrom(City2);  DistanceVec[0][2] = City1.getDistanceFrom(City3);  DistanceVec[0][3] = City1.getDistanceFrom(City4);  DistanceVec[0][4] = City1.getDistanceFrom(City5);  DistanceVec[1][0] = City2.getDistanceFrom(City1);  DistanceVec[1][1] = City2.getDistanceFrom(City2);  DistanceVec[1][2] = City2.getDistanceFrom(City3);  DistanceVec[1][3] = City2.getDistanceFrom(City4);  DistanceVec[1][4] = City2.getDistanceFrom(City5);  DistanceVec[2][0] = City3.getDistanceFrom(City1);  DistanceVec[2][1] = City3.getDistanceFrom(City2);  DistanceVec[2][2] = City3.getDistanceFrom(City3);  DistanceVec[2][3] = City3.getDistanceFrom(City4);  DistanceVec[2][4] = City3.getDistanceFrom(City5);  DistanceVec[3][0] = City4.getDistanceFrom(City1);  DistanceVec[3][1] = City4.getDistanceFrom(City2);  DistanceVec[3][2] = City4.getDistanceFrom(City3);  DistanceVec[3][3] = City4.getDistanceFrom(City4);  DistanceVec[3][4] = City4.getDistanceFrom(City5);  DistanceVec[4][0] = City5.getDistanceFrom(City1);  DistanceVec[4][1] = City5.getDistanceFrom(City2);  DistanceVec[4][2] = City5.getDistanceFrom(City3);  DistanceVec[4][3] = City5.getDistanceFrom(City4);  DistanceVec[4][4] = City5.getDistanceFrom(City5);      for(int i=0; i < 5; i++)  {  System.*out*.println("");  for(int j=0; j<5; j++)  {  System.*out*.println(DistanceVec[i][j]);  }  }    System.*out*.println("The shortest rout is to go the the cities in the following order:");    String c1="City 1";  String c2="temp";  String c3="temp";  String c4="temp";  String c5="temp";  String c6= "City 1";  ///////////////    if(DistanceVec[0][1] < DistanceVec[0][2] && DistanceVec[0][1] < DistanceVec[0][3] && DistanceVec[0][1] < DistanceVec[0][4])  {  c2="City 2";  }  if(DistanceVec[0][2] < DistanceVec[0][1] && DistanceVec[0][2] < DistanceVec[0][3] && DistanceVec[0][2] < DistanceVec[0][4])  {  c2="City 3";  }  if (DistanceVec[0][3] < DistanceVec[0][1] && DistanceVec[0][3] < DistanceVec[0][2] && DistanceVec[0][3] < DistanceVec[0][4])  {  c2="City 4";  }  if(DistanceVec[0][4] < DistanceVec[0][1] && DistanceVec[0][4] < DistanceVec[0][3] && DistanceVec[0][4] < DistanceVec[0][2])  {  c2="City 5";  }  ////////////////  if(DistanceVec[1][2] < DistanceVec[1][3] && DistanceVec[1][2] < DistanceVec[1][4]);  {  c3="City 3";  }  if(DistanceVec[1][3] < DistanceVec[1][2] && DistanceVec[1][3] < DistanceVec[1][4]);  {  c3="City 4";  }  if(DistanceVec[1][4] < DistanceVec[1][2] && DistanceVec[1][4] < DistanceVec[1][3]);  {  c3="City 5";  }  //////////  if(DistanceVec[2][2] < DistanceVec[2][3]);  {  c4="City 3";  c5="City 4";  }  if(DistanceVec[2][3] < DistanceVec[2][2]);  {  c4="City 4";  c5="City 3";  }        System.*out*.println(c1+" "+c2+" "+c3+" "+c4+" "+c5+" "+c6);    }  } |

Run the code and insert the result in the following box.

|  |
| --- |
| The result |
| 0.0  1.0  3.1622776601683795  4.123105625617661  3.605551275463989  1.0  0.0  3.605551275463989  4.0  2.8284271247461903  3.1622776601683795  3.605551275463989  0.0  2.23606797749979  4.123105625617661  4.123105625617661  4.0  2.23606797749979  0.0  2.8284271247461903  3.605551275463989  2.8284271247461903  4.123105625617661  2.8284271247461903  0.0  The shortest rout is to go the the cities in the following order:  City 1 City 2 City 5 City 4 City 3 City 1 |

# P4 – 15 points

Create a simple GUI that gets the exam score and shows the corresponding letter grade by clicking on the **“Convert Score to Letter Grade”** button.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAASkAAADQCAIAAADUEQCwAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAEj5JREFUeF7tnT9vGzkTxuX3axgBDgc7ReAPYChwc50TIEiT4HDNdQ7SXNyoS+nOjZ3GsLtrgoPTHAzE7q4JIuQDGCli43BAkM+hl3+GuySXq6XIlaiRnq0iLTmc+Q0fcpbr2BuTyWSACwRAYOEE/rfwETEgCICAJADtYR6AQBkC0F4Z7hgVBKA9zAEQKEMA2ivDHaOCALSHOQACZQhAe2W4Y1QQgPYwB0CgDAForwx3jAoC0B7mAAiUIQDtleGOUUEA2sMcAIEyBDbws9RlwGePurGxkW0DBiSBUhLAvof5BwJlCEB7ZbhjVBBAzcl1DlQ1Z6mSiSs443dxgNj3uE8h+M+VALTHNXPwmzsBaI97BuE/VwLQHtfMwW/uBKA97hmE/1wJQHtcMwe/uROA9rhnEP5zJQDtcc0c/OZOANrjnkH4z5VAH9q7eSV+RMBcr264ooDfILBQArnauz99vPHkwnL54skG5LfQFGIwpgQytXf/8XIsIh+e3ImfKpxMrg8khouj03umOOB2MgGr+nns51+u0CiMfLSZ2vPM7T9X4ht/vatv2BWplxQ7JRv2Pd3n8emprmbplt3csUQ3GilPnkfoOBsBr/oZH25buRA3tw/lCq2viyfIE6FQ+1X6pXc6dR1cN8zcnQz9JJotkvZI97YxYVk1u6r7lexWWZrQMPUX6fHw6VmRK+8y5Yb4u9mgT5RZahmYKouPojhA+Z928y5fFBZXNyekNp0h08u0NirVn/27Rl2Vbd1gKVKYRy+9d/GpU7neWPrs7CxvpooDzK85988nRhpUU1Q14rdbpZC3b7bUHdlyMvksP93TrevzfY1g681b/az4t3VOevCc7g7uvqqiRRzk6Esf7ziN/Q0WnwsTuP0mnvp1ooePvpmzcBScVVrytaeV89k6axmMD4+lgkgwoSkQuLX9SNWnKmP6Gj7apn+RVAtPJgwfJrD1cEfeGF9+VKm7Pz1SK6N66teJHh8emrNw8SyIg3DNMU97dI5SvVTYP6f6QymI1BRKWOAWyXHnod4kQ1fjgc7smlBFUQL7I/VcL2UlLvtgpXLLed5DvdKD9uhcs36pQO8cBkpBtB5Wd63jSHPriZGtWSzrMtOeTVtPX+rkqv10MPA1X3TmYXBV99TP/QcnSoqqbKFF1qSVJoxV3KwzvfSHfdUzcJJpnUCG7obPMnUK3HvONodzTi9T1aTNzOAculvnK+4xpzlFW4oT6eIA888561NJHYzP1RaNd8+Rpn1P94m2hHcMcxDQDCanvVVw7+Edg4UVv6eMa9FT/NdsWeC81+d63VQH2voBwfmpQ/teSfjFAeadtZREh7GXh4B43rNrGPHoYIQnfBSvlqybliiXx/8ynmDfK8M9f9Tiy3Z+CGUtFAeIfa/sBMDo60sA2lvf3CPysgSgvbL8Mfr6EoD21jf3iLwsAWivLH+Mvr4EoL31zT0iL0sA2ivLH6OvLwFob31zj8jLEoD2yvLH6OtLANpb39wj8rIEoL2y/DH6+hKA9tY394i8LAForyx/jL6+BPD/GLjmvvoxfK4BLI3f4r+zFvEF+14R7BgUBDJ/TxkAggAIpBJAzZlKDv1AII8Aas48fugNAqkEoL1UcugHAnkEoL08fugNAqkEoL1UcugHAnkEoL08fugNAqkEoL1UcugHAnkEoL08fugNAqkEoL1UcugHAnkEoL08fugNAqkEoL1UcugHAnkEoL08fugNAqkEoL1UcugHAnkEoL08fugNAqkEoL1UcugHAnkEoL08fugNAqkEoL1UcugHAnkEoL08fugNAqkEoL1UcugHAnkEoL08fugNAqkEoL1UcugHAnkEoL08fugNAqkEoL1UcugHAnkEoL08fugNAqkEoL1UcugHAnkEoL08fugNAqkEoL1UcugHAnkEoL08fugNAqkEoL1UcugHAnkEoL08fugNAqkEoL1UcugHAnkEoL08fugNAqkEsrR3+lj84eGNjcen99bwN6/UlxuvblJ9KtyPApiD//camLLc9m8n+Pm50itjioVz0nvlEWksS3tv3h7IYcaHx5XO7k+PLuR3w5PRfqQLaMacwP3HyzGFcPE31xW3QA6ytDfYP79W6rs40lvf/envhzINw5M/32wViGbJh9x683kirvPVWpW09IYHB0M5E0Lio33RrY+WPFcLcC9Pe4PB/uhEItdb381xQHl1QeKVp42CyvlCf3h8eqpL2EDenEqnzZiuf+veYbOWj4FS044gNH/s8lGmzPfFjHnvN4zPrynkG2Vdq28Lm+8kvZej0ctW8cUHulYt5UKcd90p9ZmFbzA4uK7t6W3Rvcx9ulc3d75wew5P7lwnadAW24FhaZiA2VlNNXyZkAV/COez7GW3a/u3E2YInwjZI2hBqH0zWfHB5eW62duKw8VgNV2UL33HNmd7gz7s21MkpDzznZnl+nOc9mx7TU3T3Uo+tuWgxo2rDcWbCe2a8qeT7t7wSTfTE7+Wsv1Z/TtZe0ZSxnbDWs0zzKuPLAdtOIDCtJqrb3P1mpt/y2w4t+ZUYM1jn5yV1sPM/bdbPVPNd1t0ODPDE/nB89DDEVmuDnSMYUrz/rl+rNJ11xN1+OPtvZVZ30nX1N1XdYpw8UTXrmSr4f/WU1lvjS8/iqde2WV4ci3UOP56Jx6B9dPQy6cZz78Hb+np2TinLEf6Ntcqjo5ZKEsaQ/iZb65u8DTei/YGg+1Huu58tG1hoMlhg6F2t9/stxJTyLkGq4ZkeedhNaHJMLWgx6Nt9fgZuCyzTSctUyTM7tSS+IQkVJedh/sPdwYDGaaynyc9G0LtXLRv3d4ntzAnnGZtIuBmbdJrYLXfV9vdZxzESeQ9aS+YPVcPqklTNEl5b0rYltDNK73Vuc9bzrJQjzrdlG7XqJGaJ5VbUmtCbDdym5NikXbFRnj6t3TFWiQS4lW7HF2NpSLCt4Qh47pYLxfcDjMUNnEjrWSreWpPz0dRsJmzQ/PyT5coNOtNnszNGMxkuXqx6PT1CtIbNftbr6mmqIiqxpnyrnv/uXgUHF8eSenJAlN1HV9eyrI7XDjHBKrbVARtgDP4Fj/STC1Jeq766aUT3vNFoOznYbTtJGvaOac5bPGdtM9LWp/KvcPJ4VDVvHqrC58OtprNP+fUDKthW847M85aPETLcc7ZkvPGEVo/M2wFrcxz3xMzRlT8ztSWWqoKtv1z+97BdcuJenABEa+p684H15/fqi1WX45dMU+13dZnTMeUUK/rhojA/kIE0Pa0onY+cZnHM1Ny5+56ckWpXbAJxvsWsQjP2sTsev4pEmFA2dkJdEOsJ52Nlr+BONGUz/lTlLH8McDDNSMw531vXjStn/NQZ//6gC3vOHFevsIuCAQJMNWeV22pUq+9GkTuQWAJCaxIzbmEZOESCEwnwHTfQ1pBgD0BaI99ChEAUwLQHtPEwW32BKA99ilEAEwJQHtMEwe32ROA9tinEAEwJQDtMU0c3GZPANpjn0IEwJQAtMc0cXCbPQFoj30KEQBTAtAe08TBbfYEoD32KUQATAlAe0wTB7fZE4D22KcQATAlAO0xTRzcZk8A2mOfQgTAlAC0xzRxcJs9AWiPfQoRAFMC0B7TxMFt9gSgPfYpRABMCUB7TBMHt9kTgPbYpxABMCUA7TFNHNxmTwDaY59CBMCUALTHNHFwmz0BaI99ChEAUwLQHtPEwW32BKA99ilEAEwJQHtMEwe32ROA9tinEAEwJQDtMU0c3GZPANpjn0IEwJQAtMc0cXCbPYEZ/u6s+LPm7MNFACCwEAKTyaRzHOx7nYjQAATmQgDamwtWGAWBTgIpNeenT5867aIBCKwhgb29PR01as41zD5CZkMANSebVMHRFSMA7a1YQhEOGwLQHptUwdEVIwDtrVhCEQ4bAtAem1TB0RUjAO2tWEIRDhsC0B6bVMHRFSMA7a1YQhEOGwLQHptUwdEVIwDtrVhCEQ4bAtAem1TB0RUjAO2tWEIRDhsC0B6bVMHRFSMA7a1YQhEOGwLQHptUwdEVIwDtrVhCEQ4bAtAem1TB0RUjAO2tWEIRDhsC0B6bVMHRFSNQSHs/PrwWv1amul5/+LF8XL8c7x1/aXdL3K6vaQ0XE1mHt2EnKIY0770RkxxoYeOw3dvrcXpkRdxzJgtoT4b/67tbO5Dbd7/2CTifkVwbRletdhq3r0ZTdZrv0FQLHd7OYXRvxB4dUKuyh37ppkc/RBeuvS/HGuyzY/GrBtX11x878ovbd0fLuPuFMP8Y/yOXjp0//lIBHD+Tja7+5OJ+PzNnLlZ+fDjSq3I9PTRdMT3eTylC5uLMvI0uWHs/PvwplSdm7WjXhLb54q1Qn/jq7MVmFa5TlNo1R1U0WC3MfX0v2Fobtq1azUy/D1UZSfuy2M72uje03T01PW7/+15ny66avJKpI7TXH8gN6tbis00q5G3rKLPNqNDo4jt7xNevnY9UwMah9tB8ea+UJ4RXT4/dkVyc6xnjJYssOFWqa9XyJFBcd+GdDddMrRerPbNh/DKsVSbc3Xxx9skWngDpFKWy5vCwXY2sFuK+uq1FcPvP2Dw9/vj+r1pE96TQPauik5uj23fv1I688+yZ2ojbr80HP+ul+FetzN2R2v/MfPErMHuk7tAqNySkLp9bfOweJWqSJI4+A2p3Ijjpqj30p4dmT8kiSk6VauaDXm2tiXI1cqvZ5ACj8HU1Wqz2yJufHzjS83z0q1Jdk16NXPW5Bd/g6lNAfFrqO3/8JqRHO25Vy8hSxq9j9M2z0eiM6mD1Rb0EV47ujqgSkn6pExfLOVq8HQdpPYgLjdx4sRnjs1y4PG/jRumaGe3EvBHPzjwHYtyuYrTd+P6fKuV/etDpm1xQdbJErfTlk1wzTWbpCUDNhwHlwtwkUGQ+xs8YT1LbFNHeVGfN4nds5vzmi9/1A5XGqa9nv1OBSgUffe3sfCQ9vbbqvBqpmMd516baHuMuudXZmRQSNDUi7bWVg2pTVNt6ZGiVGxE+B7yNG6U7zLTR+0TtnYY7i6+uZdSly47Rrm5u72w+CjOVdL/kALvZRbUoor1/v095pUBEbO8f/KSKwKndTB5+k7uk2mYc6VEWpjGJXG9rE7IWqs9azC4a8N90iQqtdiPC51A8UaN0T47E0asVJgG1zrPz3NxmxUkWPex5h+e1uiwjNJXkN8kBdrOLa7FY7W0Of1F06ycy7aWEZ1Y1i443Z6eXqtRYDyHy50jPWDKFoDljDRWUneD8d0T6NMAsDgH/jcW00Gb1OW2U1klOh7kzE5vVbeEAPUdXJ8be4tbioldi65pTa7O5aDcXpgQ/O2dIXIPFam9gxEeHI8pHUSrIOuFqpIs2k4Dq+Y7Kcjox6QxLD3H16b0sMqvStBqYTqrj3rGGd1oqc+uXCnSENFCLgz+BqHCSwc0Y2qw+k7czjtIGNGZ0j4/+GNOxZdBdVbXIQyyrvjT5b+lD25d+qhfLuHr4MwuxORSjrDumMvzsnIRRDQr8DTAx7UOvra2XDKEW5tyZ7tXH0I0v1DZavUSsT0qaVs2Q+o7zlsNq7L39oOWiWeBU7dyzNZ0Gz30nN+69NjeoS8AbK2D1+ubsxfcAYufgnoy1pIKsbLYTqxHrtg/eVzn1PnpuB1B787TVJwqgYSHcgVqHclGnY0qAUeppNFr2vwHmH1OIAOS+b71kEC2cEyl5O3Da2IrHnL9Yz+OirbBanU7qMe33Gp4xWoFbhpDFkG3Ltebftd2fMbRIn31vZxylDeSU0b0R/Y+zoPbJi5MTly39EEPbDKhKflrjdGdTBFSnwPquazkSb5oOO3sV2Pc6fUIDEGBKYNn3PaZY4TYI9EtgwWct/ToPayDAmAC0xzh5cJ01AWiPdfrgPGMC0B7j5MF11gSgPdbpg/OMCUB7jJMH11kTgPZYpw/OMyYA7TFOHlxnTQDaY50+OM+YALTHOHlwnTUBaI91+uA8YwLQHuPkwXXWBKA91umD84wJQHuMkwfXWROA9linD84zJgDtMU4eXGdNANpjnT44z5gAtMc4eXCdNQFoj3X64DxjAtAe4+TBddYEUn5PGeuA4TwILIDAZDLpHAX7XiciNACBuRCA9uaCFUZBoJPADDVnpy00AAEQiCeAfS+eFVqCQJ8EoL0+acIWCMQTgPbiWaElCPRJANrrkyZsgUA8AWgvnhVagkCfBKC9PmnCFgjEE4D24lmhJQj0SQDa65MmbIFAPIH/AzFflWnMldKzAAAAAElFTkSuQmCC)

Here is the table if you need

|  |  |
| --- | --- |
| **Letter Grade** | **Percentage** |
| A | 96% - 100% |
| A- | 90% - 95% |
| B+ | 87% - 89% |
| B | 84% - 86% |
| B- | 80% - 83% |
| C+ | 77% - 79% |
| C | 74% - 76% |
| C- | 70% - 73% |
| D+ | 67% - 58% |
| D | 64% - 66% |
| D- | 60% - 63% |
| F | 00% - 59% |

|  |
| --- |
| Your C++ code for this problem |
| package application;  import javafx.application.Application;  import javafx.event.ActionEvent;  import javafx.event.EventHandler;  import javafx.geometry.Insets;  import javafx.geometry.Pos;  import javafx.stage.Stage;  import javafx.scene.Scene;  import javafx.scene.control.Button;  import javafx.scene.control.TextField;  import javafx.scene.input.KeyCode;  import javafx.scene.input.KeyEvent;  import javafx.scene.layout.HBox;  import javafx.scene.layout.VBox;  import javafx.scene.text.Font;  import javafx.scene.text.FontPosture;  import javafx.scene.text.Text;  public class Main extends Application {  private static double *score* = 0;  public static void main(String[] args) {  *launch*(args);  }  @Override  public void start(Stage window) throws Exception  {  window.setTitle("Score Grade Calculator");    HBox btns = new HBox();  btns.setPadding(new Insets(10, 10, 10, 10));  btns.setSpacing(10);  Button convertbtn = new Button("Convert Score to Letter Grade");  btns.getChildren().addAll(convertbtn);  btns.setAlignment(Pos.*CENTER*);      VBox root = new VBox();  root.setPadding(new Insets(10, 10, 10, 10));  root.setSpacing(10);    Text t1 = new Text (0, 0, "Simple Calculations");  t1.setFont(Font.*font* ("Arial", 18));    Text t2 = new Text (0, 0, "Score");  t1.setFont(Font.*font* ("Arial", 18));    TextField field1 = new TextField();  field1.setFont(Font.*font*(24));  TextField field3 = new TextField();  field3.setFont(Font.*font*(24));    root.getChildren().addAll(t1, field1, t2, field3, btns);  root.setAlignment(Pos.*CENTER*);    field1.setOnKeyPressed(new EventHandler<KeyEvent>()  {  @Override  public void handle(KeyEvent e)  {  if(e.getCode() == KeyCode.*ENTER*)  {  field1.getAccessibleText();  *score* = Integer.*parseInt*(field1.getText());  }  }  });    field3.setOnKeyPressed(new EventHandler<KeyEvent>()  {  @Override  public void handle(KeyEvent e)  {  if(e.getCode() == KeyCode.*ENTER*)//user has to hit enter on each  {    }  }  });  convertbtn.setOnAction(new EventHandler<ActionEvent>()  {  @Override  public void handle(ActionEvent event)  {  if(*score* > 95)  field3.setText("A");  if(*score* > 89 && *score* < 96)  field3.setText("A");  if(*score* > 86 && *score* < 90)  field3.setText("B+");  if(*score* > 83 && *score* < 87)  field3.setText("B");  if(*score* > 79 && *score* < 84)  field3.setText("B-");  if(*score* > 76 && *score* < 80)  field3.setText("C+");  if(*score* > 73 && *score* < 77)  field3.setText("C");  if(*score* > 69 && *score* < 74)  field3.setText("C-");  if(*score* > 66 && *score* < 69)  field3.setText("D+");  if(*score* > 63 && *score* < 67)  field3.setText("D");  if(*score* > 59 && *score* < 64)  field3.setText("D-");  if(*score* < 60)  field3.setText("F");  }    }  );  Scene scene = new Scene(root, 300, 300); //creates a background Width x Height    window.setScene(scene);  window.show();    }  } |

Run the code for two cases with **two different cases** and Insert the result (**screen shot of the GUI with the result**) in the following box.

|  |
| --- |
| The result of the query |
|  |